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Задание

Загрузите код параметризированного теста. Для этого откройте код Лабораторной работы №1. Найдите несколько тестов, которые можно переписать в один тест, пользуясь примерами из MSTest v2: Data tests И создайте эти же тесты используя TestCase() из NUnit.
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|  |
| --- |
| [DataTestMethod]  [DataRow(90, 0, -90, 0, "any")] //Для точек, лежащих на прямой, проходящей через центр Земли азимут = any  [DataRow(-90, 0, 90, 0, "any")]  [DataRow(90, 0, -90, 0, "any")] //Для точек на противоположных полюса (см 2) азимут = any  [DataRow(-90, 0, 90, 0, "any")]  public void TestGetAzimuthAny(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |
| [Test]  [TestCase(90, 0, -90, 0, "any")] //Для точек, лежащих на прямой, проходящей через центр Земли азимут = any  [TestCase(-90, 0, 90, 0, "any")]  [TestCase(90, 0, -90, 0, "any")] //Для точек на противоположных полюса (см 2) азимут = any  [TestCase(-90, 0, 90, 0, "any")]  public void TestGetAzimuthAny(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |

2.

|  |
| --- |
| [DataTestMethod]  [DataRow(80, 40, 80, 40, "none")] //Для совпадающих точек азимут = none  [DataRow(10, 10, 10, 10, "none")]  [DataRow(90, 0, 90, 0, "none")] //Для двух точек на одном полюсе азимут = none  [DataRow(-90, 0, -90, 0, "none")]  public void TestGetAzimuthNone(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |
| [Test]  [TestCase(80, 40, 80, 40, "none")] //Для совпадающих точек азимут = none  [TestCase(10, 10, 10, 10, "none")]  [TestCase(90, 0, 90, 0, "none")] //Для двух точек на одном полюсе азимут = none  [TestCase(-90, 0, -90, 0, "none")]  public void TestGetAzimuthNone(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |

3.

|  |
| --- |
| [DataTestMethod]  [DataRow(90, 0, 80, 40, "180")] //Для одной точки на северном полюсе азимут = 180  [DataRow(40, 10, 90, 0, "180")]  [DataRow(-90, 0, 15, 0, "180")] //Для одной точки на южном полюсе азимут = 180  public void TestGetAzimuth180(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |
| [Test]  [TestCase(90, 0, 80, 40, "180")] //Для одной точки на северном полюсе азимут = 180  [TestCase(40, 10, 90, 0, "180")]  [TestCase(-90, 0, 15, 0, "180")] //Для одной точки на южном полюсе азимут = 180  public void TestGetAzimuth180(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |

4.

|  |
| --- |
| [DataTestMethod]  [DataRow(0, 120, 0, 50, "270")] //Для точек на экваторе 90 или 270, смотря куда ближе  public void TestGetAzimuth270(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |
| [Test]  [TestCase(0, 120, 0, 50, "270")] //Для точек на экваторе 90 или 270, смотря куда ближе  public void TestGetAzimuth270(int latitude, int longitude, int latitude\_2, int longitude\_2, string expected)  {  Point point\_1 = new Point(latitude, longitude);  Point point\_2 = new Point(latitude\_2, longitude\_2);  string actual = point\_1.Azimuth(point\_2);  Assert.AreEqual(expected, actual);  } |